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Abstract
Due to the quality and security requirements that come with an always-on mobile device processing large amounts of highly sensitive information, Android apps are an important target for automated program analysis. Yet, research on new approaches in this field often requires a significant amount of work to be spent on engineering tasks that are not central to the concrete research question at hand. These programming and debugging tasks can significantly delay the progress of the field. We therefore argue that research in the field greatly benefits from having a universal platform of readily usable components and well-tested fundamental algorithms on top of which researchers can build their own prototypes. Besides decreasing the required engineering effort for each new piece of research, such a platform also provides a base for comparing different approaches within one uniform framework, thereby fostering comparability and reproducibility.

In this paper, we present the Soot framework for program analysis and various highly integrated open-source tools and components built on top of it that were designed with re-usability in mind. These artifacts are already at the core of many research and commercial projects worldwide. Due to the shared platform, results from one tool can not only be used as inputs for the others, but individual data objects can be passed around to form one large API with which one can build new research prototypes with ease.

CCS Concepts  • Software and its engineering  — Development frameworks and environments;  Software libraries and repositories;
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1 Introduction
Smartphone apps are ubiquitous nowadays. According to data from Yahoo, the average user has 95 apps installed on her phone, 35 of which she uses on a daily basis [41]. Many users rely on apps for important daily tasks such as reading their business and private e-mails, maintaining their calendars, or giving them directions while on the road. With these reliance on mobile apps, the quality and reliability of these apps is of great importance. This requires developers to maintain high standards in checking their apps for potential bugs and incompatibilities.

On the other hand, managing all this data on a single device also attracts criminals who try to exploit vulnerabilities in existing apps or deploy outright malicious apps to unsuspecting users. With highly accurate sensors for GPS and acceleration built into the devices, data theft goes beyond classical desktop concerns and allows for full user profiling. Even benign apps can pose significant challenges to user privacy. Developers can gain revenue from apps by embedding advertisement libraries into their code that then take care of showing advertisements to the user. Each display of an ad benefits the developer financially. These libraries, on the other hand, often collect various pieces of information about the user for the purpose of building user profiles for targeted advertisement. This can include location data, the set of installed apps on the phone, and various unique identifiers [19, 36]. The concrete behavior of these libraries is often unknown not only to the end user, but also to the app developer who uses the advertisement library as a black box.

All these challenges require approaches for analyzing software, be it mobile apps as a whole or libraries that are to be embedded into such apps. In this paper, we address static and hybrid approaches as well as dynamic analyses based on instrumentation. Although the concrete analysis goals differ for the various stakeholders (developers, malware analysts, end users), they all have some requirements in common. In most cases, source code is either completely unavailable or missing for at least some portions of the app, such as the advertisement libraries. Consequently, one requires an analysis approach that works on binaries, not just on source code. Second, since most analysis tasks are complex, developing a single tool from scratch would incur a prohibitive effort. Therefore, it is paramount that new analyses can be built on top of existing, well-maintained, stable and mature frameworks and toolkits with open interfaces. Many analyses, for example, require binary app code to be parsed, a callgraph to be constructed, or specific data flows to be detected. If basic frameworks for these tasks are available, researchers can focus on their contribution instead of engineering efforts on building blocks outside of their primary research question. This observation leads to another requirement: Tight integration requires common abstractions. For instance, if the tool for reading in Android bytecode were to use a different output format than what is expected as an input by the callgraph-construction system, one would have to spend tedious effort on creating suitable interfaces.

In this paper, we present an ecosystem of analysis tools and frameworks built on the Soot framework for program analysis and transformation [24, 37] as their shared base with the Jimple intermediate representation [38] as the common language level for all analyses. The Soot ecosystem allows researchers and practitioners
to quickly develop and evaluate new approaches by building on existing, well-tested building blocks, some of which have been under development for over a decade, long before Android or mobile systems in general even entered the field. The tools presented in this paper have not only been used in a variety of research projects all around the world, but have also become central building blocks of industry projects with major companies. In addition, commercial products such as CodeInspection are based on these tools. Still, the basic libraries presented herein are and will remain open source and free for all to use.

The remainder of this paper is structured as follows. In Section 2, we give an overview over the architecture of the Soot analysis ecosystem. In Section 3, we present Soot itself and the various tools that form the Soot ecosystem. In Section 4, we then show how these tools can be applied to solve various common code analysis problems with regard to Android apps, before we conclude the paper in Section 5.

2 Overview

Figure 1 presents an overview over how the various tools interact to cover different aspects of static analysis for Android. Soot is the central platform on which all tools are based. It provides the front-end for reading in the bytecode and the Jimple intermediate representation on which the analyses are conducted. On top of Soot, FlowDroid is the core technique for computing data flows. All other approaches and tools that require data flows integrate FlowDroid for this purpose. The other tools, however, not only extend FlowDroid, but can also give back data for improving the quality of the data flow analysis. SootDroid, for example, uses FlowDroid to compute data flows inside libraries. FlowDroid can then use these summaries to improve the analysis performance for apps that use the pre-analyzed and pre-summarized libraries.

Figure 2 presents how the tools interact, i.e., which data is produced and consumed by which tool. Since all tools are based on Soot, the figure does not contain explicit edges for this basic technology. FlowDroid is grouped together with SootDroid and ICCTA, because the latter two tools extend FlowDroid. For an external user, they are usually integrated as a package. In combination, the three tools provide a highly efficient static data flow tracker that can deal with inter-component communication and large libraries. Flows from this integrated “meta-tool” are then used in FuzzDroid and Harvester. SuSt, on the other hand, provides the inputs (i.e., the sources and sinks), for the data flow analysis. As we will point out in the subsequent sections, the tools presented in this paper are applicable and widely used beyond data flow analysis, though. Each of the following sections focuses on one of the tools and describes the respective tool as well as its integration into our tool suite.

3 Tools

In this section, we present the toolchain based on Soot that can be used to solve various common analysis problems with regard to Android apps. Section 3.1 focuses on Soot and its Jimple intermediate representation. We further explain the FlowDroid static data flow tracker in Section 3.2. For automatically determining sensitive sources and sinks that can serve as inputs to the data flow analysis, we present the SuSt approach in Section 3.3. When dealing with apps that contain large libraries, to maintain scalability it is advisable to abstract from the concrete library implementations. SootDroid implements an approach that allows for such abstraction without any loss of precision (Section 3.4). While these building blocks focus on intra-component analyses, ICCTA (Section 3.5) extends FlowDroid and Soot to inter-component analysis. For some apps, it is relevant to know under which circumstances a certain statement is executed. If an action, for example, is only performed under dubious conditions, this can indicate targeted malware. FuzzDroid enables such analyses (Section 3.6). In Section 3.7, we present a hybrid approach for extracting runtime values from (potentially obfuscated) Android apps called Harvester. The tool can effectively be used for de-obfuscating apps and rewriting them to improve the results of the other tools presented here. All these approaches are building blocks of one large ecosystem. They are all available as inter-linked open-source projects2, and have been re-used for custom analyses, both in academic research and for building commercial analysis tools.

3.1 Soot

Soot is the core framework on which all other tools are built. Originally, Soot was designed as a framework for the analysis and transformation of Java programs [37]. At a time when the Java Virtual Machine (JVM) was still purely based on emulation, the main purpose of using Soot was to implement ahead-of-time optimizations via bytecode-to-bytecode transformations. The introduction of JIT compilers into modern JVMs reduced the importance of static ahead-of-time optimizations and Soot was evolved into a more generic analysis tool. In addition to finding performance problems [6, 8, 43], Soot-based analyses are now, among other areas, applied to bug finding [10], as well as the identification of security problems [20, 26] and privacy issues [5, 44]. With the introduction of the Dexpler component [5], Soot gained the ability to process Android’s Dalvik file format.

All input code is translated to the Jimple intermediate representation [38], regardless of its original format. This concept allows client analyses to work on different platforms, for example by combining the code of an Android app with the Java-based implementation of the Android framework. This provides a more complete view of the app’s execution than what would be possible by representing the app alone. Jimple is a three-address language of low complexity. It features only 15 different types of statements that can contain 29 different types of expressions. In comparison to approaches directly based on a disassembler such as Baksmali [13, 42], this greatly reduces the effort to build an analysis. Additionally, Jimple is type and provides typed local variables, which frees the analysis designer from having to deal with registers (as they exist in Dalvik code) or even stack operations (as in Java bytecode).

Furthermore, we have started to implement front-ends for other bytecode languages such as the Microsoft Intermediate Language (MSIL) as well [2]. These additional front-ends extend the applicability of Jimple beyond Java and Android with the hope that many existing analyses can be re-used for new platforms with minimal effort. Having a single integrated intermediate representation also allows a client analysis to process code from mixed sources, e.g., an Android app that references a Java library. Cross-platform integration is becoming more and more important with the rise of

2For Harvester, the licensing arrangements have not been finalized yet. Therefore, this tool is not available as an open-source project for now. Please contact us for individual arrangements if you would like to use this tool.
the corresponding development suites. We have already observed Android apps and even Android malware written in C# in the wild\(^3\). Those apps were compiled to MSIL code, which then runs in a different virtual machine alongside Android’s normal Dalvik VM (or ART runtime in newer systems).

As an analysis framework, Soot already offers a broad variety of basic analyses that are fundamental for semantically richer client analyses. A client analysis that verifies the legitimacy of outgoing connections may, for example, use Soot’s constant value propagation to obtain URLs, IP addresses and host names as string constants inside API method calls without having to backtrack variable assignments on its own. Other analyses may want to use Soot’s dead code eliminator to remove code that is left in the app for debugging purposes, but that is never executed in production, because it is control-flow dependent on a Boolean variable that is always set to false. The optimizations that stem from Soot’s past as a byte-code optimization framework can be very useful for reducing the complexity of the target code before conducting the actual static analysis. Furthermore, Soot provides efficient solvers for popular analysis frameworks such as the monotone framework or (through Heros \(^7\)) the IFDS framework by Reps, Horwitz, and Sagiv and the IDE framework by the same authors.

### 3.2 FlowDroid

FlowDroid \(^3\) extends Soot with a highly precise static data-flow tracker for Android and Java. The main use case for which FlowDroid was developed was to find privacy issues in Android apps.

---

\(^3\) Package name com.tinker.gameone, MD5 3ae3cb09c8f54210cb4fafa7aa76741ee
Data flows are, however, also required for many other problems. Integrity violations and SQL Injections, for example, are dual problems and can thus be directly solved using FlowDroid as well.

FlowDroid's data flow tracking problem is formulated in the IFDS framework. As its main abstraction, FlowDroid uses access paths. This allows the analysis to not only track taint state on variables and fields along the app's control flow graph, but also precise sequences of field dereferences. If the code, for example, writes sensitive data into a.b.c.d, but later leaks a value derived from a.b.c.e, this will not lead to a true positive in FlowDroid. Several optimization techniques including a custom-built IFDS solver, allow the data flow tracker to retain high performance and scalability despite its precision. Furthermore, FlowDroid does not rely on Soot's standard alias analysis, because this analysis follows the traditional binary pattern of checking whether two objects potentially alias. For the data flow analysis, on the other hand, whenever a heap object is tainted, all aliases must be enumerated and propagated alongside the original taint (for a detailed discussion, see [1]). Such a requirement does not fit the traditional binary model. Furthermore, traditional alias analyses are limited to one base object and one field which is below the precision of arbitrary-length access paths. Therefore, FlowDroid provides its own integrated alias analysis, which is also formulated as an IFDS problem based on access paths just like the core data flow tracker. This approach allows FlowDroid to not only retain the same precision for alias and data flow analysis, but also schedule both problems on the same multi-threaded infrastructure.

Besides being used as a library for computing data flows, FlowDroid can also serve as a testbed for new algorithms and ideas. In fact, data flow analysis builds on a broad variety of techniques such as alias analysis, points-to analysis, and callgraph analysis. More often than not, those basic building blocks are researched and evaluated in isolation. As a consequence, the implicit assumptions of these approaches, e.g., regarding the number of queries posted to an alias analysis, or the distribution of variables for which such queries are posted, remain unclear and unvalidated. If another researcher needs to integrate such a technique, she often needs to resort to trial-and-error when evaluating which approach is best suited for her needs.

Thanks to FlowDroid's open architecture, such building blocks can be tested and evaluated in a real-world scenario on massive data. If a new alias analysis, for example, is integrated as an implementation of FlowDroid's IAIIasingStrategy interface, it can be used for running a data flow analysis on a large number of real-world Android apps of substantial size and complexity. Delivering good results in such a scenario greatly improves the confidence in the presented approach. Since FlowDroid is based on the Soot framework, integrating building blocks that are also based on Soot is easily possible. Furthermore, having a common framework in which to try out new approaches allows for easy comparison between techniques and in relation to FlowDroid's already existing default implementations. One alias analysis that has already used FlowDroid as a testbed is Bommerang [35], which lead to new insights on the analysis' tradeoff between precision and performance.

A second interface abstracts from FlowDroid's handling of native method calls. By default, the data flow tracker relies on a small set of hand-written rules for the most common native method calls that occur inside the Java and Android base libraries. If other researchers would like to contribute a data flow analysis for native code that is capable of modelling calls to the Java Native Interface (JNI), FlowDroid is the ideal testbed for such an analysis. With only a small set of methods to be implemented, the contributing researcher can quickly try out her analysis on a large number of real-world Android apps from the Google Play Store that make use of native code. Various automated approaches for identifying and downloading such candidate apps have already been proposed as well [32, 39].

In fact, the core FlowDroid data flow tracker is platform-agnostic and abstracts away from all platform-specific models and techniques using open interfaces. It provides default implementations of these interfaces that model the Java semantics. Outside of FlowDroid's core, a set of extensions provides the core with the semantics of the Android platform and additional algorithms such as the callback collection explained above. This shows that FlowDroid is flexible enough to accommodate a variety of different analysis targets and algorithms. Even for the core IFDS solver, multiple implementations exist (FlowDroid's own Fast Solver, one based on Heros [7], and a flow-insensitive variant of the Fast Solver). More can be added to explore new trade-offs between precision and scalability.

3.3 SuSi

Before one can conduct a data flow analysis, one must specify the set of sources and sinks. Sources are all methods which the app can use to obtain sensitive information; only those values are to be tracked by the data flow analysis. Sinks are the only methods for which an alarm should be raised if they are supplied with sensitive data. Therefore, missing a source or a sink can result in critical data flows being missed, regardless of the quality of the concrete dataflow solver being used. When the analyst aims at finding security vulnerabilities or privacy violations, such an incomplete set of sources and sinks can lead to a false sense of security.

Given the more than 140,000 methods already in Android 4.2, manually assembling a complete list of sources and sinks is practically infeasible. In fact, as we have shown in our previous work on SuSi [31], popular analysis tools that rely on such hand-crafted lists miss important sources and sinks that allow an attacker to leak data from a device without being detected. SuSi, on the other hand, uses machine learning to automate the process of identifying sources and sinks from a binary distribution of the Android framework. The approach uses a small subset of hand-annotated sources and sinks to train a classifier that then decides on the remaining methods in the framework. In our experiments, we showed this approach to yield a precision and recall of more than 92%. In fact, there are many more sources and sinks in Android than usually considered. We have identified hundreds of sources and sinks in Android 4.2. Notably, identifying sources and sinks in the Android framework alone is not sufficient. Many libraries such as the Google Chrome SDK come with their own methods for obtaining sensitive data or for sending data to untrusted receivers. One key advantage of an automated approach such as SuSi is that it requires a mere re-run of the approach on a different JAR file. In many cases, it is not even required to extend the hand-annotated training set, although this is possible in case the results on the new library are not satisfactory.

Having a comprehensive set of sources and sinks, however, also comes with some disadvantages. With such a large number of sources and sinks, analysts can easily be overwhelmed. Additionally, when the data flow analysis is run with all sources and sinks in the whole Android framework, this can also pose challenges for
the scalability of the data flow tracker. Every return value of each source method needs to be tracked through the complete app, at every line at which it is in scope. Secondly, with so many sources and sinks, it can be time-consuming to identify the really important data flows from a large number of flows that are technically correct but not relevant for the analysis task at hand. To alleviate this problem, SuSIt provides a second step that automatically categorizes the sources and sinks after they are discovered. Our 14 categories for sources include, among others, account data, contact data, data obtained from the network, location data, and unique identifiers. The 17 sink categories include, among others, data written to the calendar or contact database, to the network, or being sent out via SMS or MMS. The analyst can use these categories to only pass those sources that are of interest for her concrete goals to the data flow analysis. Excluding all other categories greatly reduces the computational effort and the required amount of memory.

SuSIt integrates with FlowDroid via configuration files. The source and sink list generated by SuSIt can directly serve as the input for the FlowDroid data flow tracker. Since SuSIt and FlowDroid share data structures and parsers, they can both also read a variety of other formats, including the API lists generated by the PSOInt project [4] and the RIFL specification format [15] used by the Cassandra certifying app store [27].

3.4 StubDroid

Java programs and Android apps are often implemented on top of large libraries. These libraries spare the developer from implementing common tasks such as cryptography, file handling, error reporting, and graphics rendering on his own. While relying on libraries is convenient and good software engineering practice, it also poses challenges for static analysis. Especially in the context of Android apps, the library is compiled into the same APK file as the user code, effectively leaving the static analysis with one large package. This package consists mainly of library code, and hence, most of the analysis effort is spent on the libraries, not on the actual user code. Furthermore, since many apps share the same libraries, and those libraries are packaged into all of these apps, the same library code is analyzed over and over again. This effort significantly increases the time and memory required for the analysis.

To alleviate this problem, analyses can rely on explicit library models instead of analyzing the library code. While this approach reduces the time and memory consumption, it poses new challenges in obtaining the required library models. Placing this burden upon the user is a common approach [16–18, 22, 28, 45], but not acceptable in practice. Even if the average user is assumed to have the technical understanding required for constructing the models, defining them manually is a major effort. Relying on user-defined models also leads to a questionable completeness of the whole approach if the user fails to provide (complete) models for some library methods. Therefore, some data flow analyses [21] instead over-approximate the library models through rules of thumb such as “The return value of a method is always tainted if at least one of its parameters is tainted”. These models are very coarse-grained and do not take the specific behavior of the particular method at hand into account. Consequently, false positives can arise. Even worse, the original performance and memory problem can appear again due to over-tainting.

To alleviate this problem, StubDroid automatically analyzes library classes and creates precise per-method data flow summaries, which can then be plugged into a FlowDroid data flow analysis. Instead of having to analyze the concrete library implementation, FlowDroid can then abstract from the library code at the level of the public interface. StubDroid rules take the form “when method \texttt{m()} is called with the first parameter tainted before the call, the return value is tainted after the call”. Such a rule requires taints to only be propagated across a single data flow edge (i.e., the summary edge), regardless of the original size of the implementation of method \texttt{m()}. This approach is especially useful for deep call hierarchies which are common in the Java and Android base libraries. In the Java collection APIs, using StubDroid summaries can reduce the computation time by about 80% and even allow for those cases to be analyzed for which the analysis would otherwise time out or exhaust its memory allowance. Note that StubDroid analyzes each library method in isolation, which can further prevent the common problem of exponentially-growing taint sets. In other words, all taints that are generated during the analysis of one method are confined to that method. Only the summarized models are later combined.

Note that StubDroid summaries are tailored to individual methods and thus avoid the over-approximation problem of the rules of thumb. They are also based on access path just like the FlowDroid data flow analysis. Consequently, there is no loss of precision when substituting a library implementation by a StubDroid model during a FlowDroid analysis. Furthermore, StubDroid also summarizes aliasing information for libraries with the same level of precision. In fact, since StubDroid not only extends FlowDroid with library summaries, but also internally uses FlowDroid to generate the summaries, it provides serialization and summarization for FlowDroid’s aliasing infrastructure. In summary, StubDroid is not only an important extension to improve the scalability of FlowDroid, but can also serve as a building block for other Soot-based analyses that need to deal with large libraries, either with regard to data flow or with regard to aliasing.

3.5 ICCTA

The FlowDroid data flow tracker focuses on finding data flows inside a single Android component. Consequently, if data is received from the outside, e.g., through an incoming intent, or leaves the component, e.g., through an outgoing intent, these points must be modeled as sources or sinks, respectively. For obtaining a complete picture of an app, such flows are, however, not satisfactory. When looking for privacy issues or security flaws, flows that only occur inside an app, regardless of whether they cross component boundaries or not, are oftentimes not the primary concern. Consequently, FlowDroid must be extended to combine the various detected intra-component flows according to the control flow edges between the components. This leads to two research challenges: Firstly, the inter-component control flow edges must be identified, and, second, the flows must be combined.

For enumerating the inter-component flows, various tools have been built on top of the Soot framework, including EPICC [30], IC3 [29], and HARVESTER which we present in Section 3.7. For integrating the flows based on these control flow edges, there are two general approaches. The first approach, which is taken by ICCTA [26], is to rewrite the app so that all inter-component communication is replaced with simple Java method calls. The resulting app then only consists of one large component that can be analyzed by FlowDroid. In other words, ICCTA can be thought of
as a pre-analysis step for FuzzDroid. The second, alternative approach, implemented in DidFail [23], instead first analyzes each component in isolation and then, outside of the data flow tracker, combines the discovered flows based on the inter-component control flow edges. Both approaches are well integrated into the Soot and FuzzDroid tool chain and both are well-suited for the purpose of inter-component data flow analysis. The ICCTA approach, however, has the advantage of generating a single integrated call graph, which is then also available to client analyses that build upon FuzzDroid. With this approach, the client analysis can abstract from Android’s component-based architecture and concentrate on its actual analysis problem. With the DidFail approach, on the other hand, the integration must happen on a higher level, i.e., on the semantic level of per-component analysis results.

Note that inter-component communication is technically equivalent to inter-app communication in Android. The only difference lies in how the operating system performs access control checks. Therefore, both the ICCTA and the DidFail approach can also be applied to sets of communicating apps.

### 3.6 FuzzDroid

When applying dynamic analysis to Android apps, code coverage is a known problem [12] with many approaches not being able to exercise more than 30% of the app’s code. One contributing factor, especially in the context of malware apps, is that the behavior of the app under analysis can depend on its execution environment. A malware app may, for instance, only send out unsolicited text messages to expensive premium-rate telephone numbers when it is not running inside an emulator. Other apps check whether they are running on phones with sim cards registered in specific countries, or only perform certain tasks at night-time. For successfully employing dynamic or hybrid analyses, the target device must be configured accordingly. Due to the high number of different types of environment variables in Android, it is infeasible to try out all possible combinations of these variables and look for changes in app behavior. In Android, an app can query for SIM card properties (operator name, country code, etc.), battery charging level, device properties (screen resolution, device manufacturer and model, etc.), available types of Internet connectivity, and many more parameters.

As a solution to this problem, we propose FuzzDroid [34]. The goal of FuzzDroid is to report concrete environment values under which a user-defined code position inside the app is executed. FuzzDroid combines static code analysis with dynamic fuzzing techniques to generate candidate environments, check them at run-time, and then use the learned runtime behavior to further improve the next candidate environment. This process continues until either the requested code location has been reached, or no further progress can be made. The latter can happen if the target location, for example, is indeed unreachable regardless of the environment.

FuzzDroid can therefore serve as an important building block when implementing instrumentation-based dynamic analyses using Soot. When the API-to-value mappings from FuzzDroid are known, the analyst can either reconfigure her device to match the particular configuration, or can use Soot’s code manipulation techniques to rewrite the app such that a suitable fake environment is injected at runtime. With the latter technique, the analyst replaces all environment API calls in the app with constant values that are known to be suitable for reaching the code position of interest. This bytecode modification approach is suitable even if the property as such cannot be changed without low-level modifications to the emulator infrastructure.

Furthermore, FuzzDroid provides an infrastructure for building reliable hybrid analyses with Soot. The core idea is that a (possibly resource-intensive) static analysis runs on a desktop computer or server, while the app is executed on an emulator or a real phone. The static analysis results can be used to more effectively configure and steer the app execution, while the runtime behavior can be tracked and evaluated to more precisely steer the static analysis. With every run, more data is available, until the process ideally converges to the solution of the overall analysis task. In FuzzDroid, the static analyses that generate new candidate environments are called value providers. The dynamic runtime environment that is instrumented into the app provides the value providers with runtime information such as a dynamic call graph, the runtime values of certain requested variables or fields, and exception data in case the app has crashed due to an unhandled exception. Additionally, FuzzDroid monitors the app for certain events such as dynamic code loading. In that case, it extracts that dex file that is being loaded and sends it back to the analysis running on the desktop computer. The static analysis can then merge this dex file into its Soot instance and improve its recall.

We believe that FuzzDroid, while not yet a library that can be used out of the box, provides valuable patterns and examples of how to build efficient hybrid analyses using Soot. This spares the analysis developer from having to deal with technical details such as communication between the app and the host computer, or implementing the correct transformations that gather all the information required to build a dynamic call graph.

### 3.7 Harvester

While analyzing Android apps already poses challenges in itself, many apps are further obfuscated to deliberately hinder both manual and automatic analysis. In the context of malicious apps, the reason for code obfuscation is obvious, as app store providers are continuously monitoring their stores in an attempt to identify and remove such malicious code. Consequently, the malicious app can only generate substantial revenue for the miscreant until its behavior is detected by the store provider. After detection, existing installations of the malware on victims’ devices might still be active, but it becomes considerably harder to infect new phones. In fact, Google even provides a feature that allows store officials to remotely remove known malicious apps from phones. However, code obfuscation is not limited to malicious apps. Benign, but sensitive software such as banking apps use very similar obfuscation techniques to make it harder for an attacker to discover potential security flaws inside the app. Yet other app developers employ code obfuscation for protecting their developers’ intellectual property such as algorithms from being reverse engineered by competitors.

In total, obfuscation techniques are increasingly used. In the most basic case, only the class, method, and field names are changed. Proguard is a tool for such basic obfuscation which is freely available and even shipped together with the official Android SDK. App developers are encouraged to apply it to their app before uploading it to the Play Store. This name obfuscation does not pose a challenge to most static analysis approaches, because they do not expect these names to carry semantics. More involved obfuscation techniques, however, can render a purely static analysis practically impossible.
Some commercial protection tools such as APK Protect and Dex-Guard automatically rewrite an app to not call methods directly as normal invocations, but instead use reflection. The class and method names that are passed to the Java reflection API as strings are not plain text constants, though. Instead, they are computed at runtime. Most commonly, the names are encrypted in some way (techniques range from simple bit-shifting techniques to proper encryption using algorithms such as AES), and are only decrypted at runtime using a key derived from a computation. In other words, the mapping from call site to callee is only available at runtime, sometimes even only on demand, i.e., with the class and method names only being decrypted right before they are needed for a call. Without this information, a static analysis can only generate a massively over-approximate call graph that essentially maps every call site to every callee with a matching list of parameter types. Clearly, such an approach is highly imprecise and impractical for many client analyses.

To alleviate the problem, we have implemented a hybrid (static and dynamic) approach for reconstructing runtime values from obfuscated apps. Our tool Harvester first uses static slicing to identify all binary instructions that contribute to the computation of a given runtime value. Such a value can, for example, be the class name passed to Class.forName() in a reflective method call. In this case, the respective parameter of Class.forName() is called a logging point. The concrete value that is computed at runtime is called a value of interest. Harvester extracts all identified contributing statements (i.e., the slice) and places them into a new app where they can be executed in isolation. This app is then installed and run on an emulator or a real phone. It directly calls the slice code and reports the computed value back to the computer on which Harvester runs. To enable other analyses such as FlowDroid to process obfuscated apps, Harvester can rewrite the app to directly integrate the discovered runtime values. The logging points are replaced by string constants containing the computed values of interest. In the case of Android inter-component communication, this rewriting allows tools such as EPICC or IC3 to obtain more precise inter-component callgraphs, which in turn allow for much more precise data flow tracking with FlowDroid and ICCTA. For reflective method calls, Harvester replaces the calls to the Java reflection API with direct method calls to the actual target methods. This rewriting effectively de-obfuscated the apps. Afterwards, FlowDroid can construct a callgraph for the app as usual.

As already discussed in Section 3.6, some apps behave differently under different execution environments. Popular checks inside environment-dependent apps include the country of the user’s SIM card or her device ID. When computing runtime values, the analyst is often interested in enumerating all values that can be computed at a given code position, not only those, that happen to occur in her concrete setup. Therefore, when Harvester detects a conditional based on an environment value, it explores both branches. For checking whether a conditional depends on an environment value, it uses static data flows from FlowDroid. It then rewrites the conditional to reference a global executor variable. When the app runs on the emulator, Harvester first sets the executor variable to true to explore the then branch of the conditional. When the values have been computed, Harvester restarts the app with the executor variable set to false to explore the else branch of the conditional. This makes sure that all possible outcomes of the conditionals are considered. Note that the use of static data flow information is not an issue even in the presence of features that the static analysis cannot reason about, because Harvester can be run incrementally: It first analyzes the app and discovers some values. Afterwards, it rewrites the app to remove reflective method calls and integrate constants. This makes it then easier for FlowDroid to discover more flows, and Harvester can use this improved data flow information on its next run. Each run leads to more runtime values being discovered. This approach shows how FlowDroid and Harvester mutually contribute data to improve the overall result. Since both tools are based on Soot, such integrations are easily possible without loss in precision or complex data type conversions.

4 Android Code Analysis Problems

In this section, we describe how the tools presented in Section 3 can be used to solve a variety of common Android code analysis problems when dealing with Android apps. Table 1 lists the most common problems together with the tools that solve them. Note that for the more involved problems, multiple tools work together to provide the respective feature. This again shows the impact of a highly integrated ecosystem in which tools can be built on top of each other to solve even complex problems with reasonable effort.

<table>
<thead>
<tr>
<th>Code Analysis Problem</th>
<th>Tools</th>
</tr>
</thead>
<tbody>
<tr>
<td>Bytecode Instrumentation</td>
<td>Soot</td>
</tr>
<tr>
<td>Callgraph Construction</td>
<td>Soot + FlowDroid</td>
</tr>
<tr>
<td>Points To Set Construction</td>
<td>Soot + FlowDroid</td>
</tr>
<tr>
<td>Data Flow Analysis</td>
<td>Soot + FlowDroid</td>
</tr>
<tr>
<td>Runtime Value Extraction</td>
<td>Soot + FlowDroid + Harvester</td>
</tr>
<tr>
<td>Runtime Environments</td>
<td>Soot + FlowDroid + FuzzDroid</td>
</tr>
<tr>
<td>Library Summaries</td>
<td>Soot + FlowDroid + StubDroid</td>
</tr>
<tr>
<td>Source / Sink Detection</td>
<td>Soot + SuSi</td>
</tr>
</tbody>
</table>

Table 1. Android Code Analysis Problems and Tools To Solve Them

4.1 Bytecode Instrumentation

The heritage of originally being a compiler framework allows Soot to integrate both capabilities for analysis and transformation in a single tool, a feature that is lacking from other well-known analysis platforms such as Wala [40] and OPAL [14]. Therefore, not only static analyses can be constructed with Soot, but also instrumentation-based dynamic analyses [44] and runtime policy enforcement [33] are possible within the very same framework. This dualism of analysis and transformation is also a very important aspect for researchers working on hybrid analyses that combine static and dynamic aspects. Especially for security checks, purely static analysis is often not able to certify the absence of policy violations without accepting a large number of false positives. Purely dynamic analysis, on the other hand, incurs a prohibitive runtime overhead. A hybrid approach can alleviate the problems of both techniques by combining them. In that case, a static pre-analysis, for example, can identify those parts of the app that can never violate the policy. Those parts then be excluded from the dynamic performance to improve runtime performance [6, 8, 9]. With Soot, the pre-analysis and the instrumentation for the runtime checking code can operate on the same representation of the program, without requiring the analysis designer to convert representations or
even handle different levels of abstraction between tools. Beyond performance improvement, hybrid analyses on an integrated platform can also allow for new combinations of static and dynamic techniques. In DroidForce [33], for example, we use static analysis with FlowDroid to compute the intra-component data flows and integrate them into the app. At runtime, we then combine the intra-component data flows with the exact inter-component data flow edges that are observed to build a full data flow path through the app. With these full flows, DroidForce can then enforce complex policies that also include time and state, e.g., “No more than three SMS messages containing contact data may be sent per hour to the same telephone number after 8pm”. Though this particular example is highly artificial, it shows the combination of static analysis results with dynamic state. Concerning the data flow analysis as such, the approach of partial static pre-computation that is then extended with precise dynamic inter-component callgraph information is an alternative to the pure static inter-component analysis approach explained in Section 3.5 of this paper, which enumerates flows in general.

4.2 Callgraph & Points To Construction

FlowDroid precisely models the Android lifecycle and is thus commonly used for building callgraphs of Android apps. Technically, FlowDroid does not provide a callgraph-algorithm on its own. Instead, it bridges the gap between Soot’s existing callgraph construction framework SPARK [25], which was originally designed for Java programs, and the execution model of Android, which is much more expressive than Java’s. In Java, programs contain a single main() method to which, at startup time, the JVM passes control using a reflective call [11]. Afterwards, the program has little interaction with the virtual machine’s logic. Android apps, however, are plugins into the Android framework, and follow its control-flow, defined by numerous lifecycles. Developers implement classes that are inherited from framework-supplied superclasses. This tight coupling allows Android to not only suspend and resume an app whenever necessary, but also to notify apps of system-wide events such as battery shortage or an incoming text message. A static analysis for Android can only be precise, and gain sufficient completeness, if it respects the exact set of possible control flows through the app, even though these control flows are orchestrates by code that resides outside the app. FlowDroid bridges the concepts of Java and Android by generating an app-dependent dummy main() method that emulates the interactions between the app and the operating system. While this main() method is not a full, executable implementation, it is equivalent to the real system behavior with respect to callgraph construction, points-to analysis and control-flow computation. Consequently, to obtain a precise and largely complete callgraph of the app, the analysis designer can feed FlowDroid’s dummy main() method into any of Soot’s callgraph algorithms. This feature is useful for many derived works, even if they do not use FlowDroid’s data flow analysis as such.

For constructing the dummy main() method, FlowDroid needs to analyze various types of files, including source code, the Android manifest file, layout XML files, and the app’s resource database resources.arsc. Thanks to its modular architecture, FlowDroid offers this broad variety of analyzers and parsers to other analyses that build on FlowDroid as well. The analysis designer can, for example, discover a reference to a user-interface control in the code. Such references are merely numeric IDs in compiled Android apps. FlowDroid provides all necessary features for identifying the respective UI control. In the data flow tracker, we use this capability to distinguish between normal input fields and password fields, which are usually more sensitive. Other analyses can build more comprehensive UI models, for instance based on semantic information such as field labels, without having to re-implement the layout file parsers.

When creating the dummy main() method, a major challenge lies in accurately identifying callbacks and associating them with the correct host component that receives them at runtime. If this mapping is incomplete, the main() method misses calls to callback methods. Consequently, the callgraph constructed with this method as its entry point is incomplete as well and potentially interesting code parts are marked as unreachable. If the mapping, on the other hand, is imprecise, e.g., due to over-approximation, the main() method contains spurious calls, which, in turn, lead to over-sized callgraphs. If an analysis uses such an over-sized callgraph, it must follow a great number of irrelevant edges and will usually not scale. Therefore, we took great care to accurately model callbacks in FlowDroid. Note that Android app developers cannot only register callbacks in the code, but also declare them directly inside the respective layout XML file. This approach is often taken for button click handlers, for example. Therefore, the callback analysis must relate the callbacks declared in the app’s layout XML files to the objects available in the app’s code. This is a multi-staged process of associating IDs, resource database entries, and XML data. If a client analysis uses FlowDroid to construct a callgraph, all of this complexity is abstracted away inside the FlowDroid library.

Overall, Soot and FlowDroid provide important building blocks for analyzing Android apps. They allow the analysis designer to focus on its main objective, while simply re-using existing components for building blocks such as callgraph construction, manifest file parsing, UI analysis, or callback analysis. FlowDroid’s API is a direct extension to Soot’s, and uses Jimple objects. Therefore, a callback method returned by FlowDroid’s callback analysis, for example, is an instance of SootMethod. The client analysis can directly use this method object just like any other method in Soot, without having to convert any representation between tools.

4.3 Data Flow Analysis

FlowDroid can be used as a standalone tool for data flow analysis as well as through its public API. In both cases, the analyst (or client analysis) must provide the APK file to be analyzed and a set of sources and sinks. All data obtained from the sources is tracked through the program. If data derived from any such tainted object reaches a sink, it is logged as possible data leak. By default, the discovered leaks are printed to the console and can optionally be written into an xml file. With the API, the client analysis gets direct access to the Soot data objects for the source / sink method and class, as well as, if the respective feature is enabled, all Soot statements on the path from the source to the sink. Especially the latter can be very useful if further analysis is to be performed on the computed data flow paths. Due to the tight integration of Soot and FlowDroid, no external conversions or mappings are required.

The most simple approach for specifying sources and sinks is to use the text-based format that FlowDroid shares with Soot. The analyst can even copy the interesting subset of the Soot output into the FlowDroid source and sink file and then run the data
flow solver without any further configuration. For more advanced cases, FlowDroid offers an XML format in which the analyst can precisely pinpoint which access paths shall be tainted at which source and which access paths arriving at which sink shall be considered leaks. Programmatically, the client analysis can also easily extend FlowDroid with completely different notions of sources and sinks. By default, sources and sinks are assumed to be access paths based on parameters or return values for method calls. For the core data flow solver, there is not such requirement. Therefore, a client analysis can pass arbitrary pairs of statements and Soot locals (i.e., variables) to the solver as sources. For sinks, a custom provider implementation receives all tainted values that appear at any statement and can then decide whether to consider this a leak or not. Harvester, for example, uses this flexibility to consider conditionals as sinks when looking for environment-dependent conditionals inside the app code.

4.4 Runtime Value Extraction
For obtaining runtime values from an Android app, the analyst needs to define a set of logging points (see Section 3.7). Together with the APK file, this set serves as the input for the Harvester tool. Internally, Harvester utilizes Soot and FlowDroid to read in the app, enumerate the conditionals that depend on environment variables, compute the slices, build the executor apps, and run them on the emulator. As an output, Harvester provides a database with values for each logging point that the analysis has reached at runtime. Client analyses can then process this database without any dependencies on Soot or Harvester. More conveniently, Harvester can, however, also be used as a library. In that case, the client analysis can directly interact with Soot objects for further processing.

4.5 Runtime Environments
For obtaining a runtime environment under which a given Android app executes a given logging point, the analyst only needs to provide the app as well as the set of logging points that shall be triggered. FuzzDroid automatically takes care of all the required tasks such as instrumenting the app, installing it on the emulator, executing it, and correctly conducting the feedback loop of generating new candidate environments and trying them out on the emulator. The results are written into a file. Since the approach is extensible, users can easily write new value providers that supply FuzzDroid with additional values to become part of new candidate environments in case the existing providers are not sufficient for the case at hand. Since FuzzDroid is built on Soot and FlowDroid, all value providers can directly work on Soot’s data objects, which are also directly linked to the data flows provided by FlowDroid. This allows value providers to also take flow information into account where required.

4.6 Library Summaries
Library summary handling consists of two parts: Firstly, the summaries must be computed. Afterwards, they can be applied to data flow analysis or FlowDroid’s integrated context-sensitive alias analysis. For computing summaries, StubDroid only needs a binary implementation of the target library. The generated summaries take the form of XML files, one per class. When running FlowDroid with these summaries, StubDroid’s implementation of the taint wrapper interface takes care of loading the correct XML files on demand and mapping their contents to the concrete incoming taint abstraction. Users of FlowDroid merely need to enable the StubDroid integration and specify the path to the StubDroid library and the XML files.

4.7 Source / Sink Detection
For detecting sensitive sources in a given version of the Android framework or any other Java-based library, the analyst first needs to obtain an implementation of that library. In the case of Android, the android.jar files shipped with the official Android SDK are not sufficient, because they only contain method stubs that always throw an exception when called. These stubs are designed such that new apps can be linked against them during development. When the app is later executed on a real device or an emulator, it can then use the actual implementation. On Android, the framework classes are already mapped into the execution host that the operating system provides for the app. For identifying sources and sinks, this means that the analyst must first extract this real implementation from an emulator or a device. Once such a complete JAR file is available, it can be passed to SuSt.

5 Conclusions
In this paper, we have presented an overview over static and hybrid analysis tools for Android apps based on the Soot compiler framework. We have discussed how these tools interact on one common platform. For the external researcher that aims to design and implement her own analyses on top of this platform, the existing tools provide ready-to-use implementations of common building blocks such as callgraph construction, data flow analysis, library summary generation, and runtime value analysis. Having such a platform at her disposal, the researcher can focus on her actual contribution without having to spend effort on infrastructure technique afar from her field of research. Using a common infrastructure also greatly improves the reproducibility and comparability of the research projects built on top of them. It offers a broad field of experimentation for new algorithms and techniques by providing open interfaces for integrating custom solutions. A new alias algorithm, for example, can then be used as part of, e.g., a full data flow analysis on large real-world apps without the researcher having to care for all other parts of the analysis. Consequently, the work presented in this paper aims at improving the speed and efficiency of scientific work in the area of Android program analysis.
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